
CHAPTER 8

A SYSTEMATIC APPROACH TO USER INTERFACE DESIGN

FOR A HYPERTEXT FRAMEWORK [*]

Abstract

A number of navigational tools exist for hypertext systems. Authoring guidelines have also been proposed

for the organization of information in hypertext systems. However, there has been no systematic and

comprehensive approach towards the design of user interfaces for hypertext systems. This paper is an

attempt to apply a set of user interface design guidelines to a hypertext framework based on a cognitive

model. This framework had classified nodes and links into various semantic types. We believe that such a

classification is of great importance in developing an appropriate design metaphor/user interface for a

hypertext system. A systematic approach to user interface design would also reduce functional opacity and

system opacity.
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1. Introduction

The issue of incorporating semantics into a hypertext network has been addressed before [7,25]. Rao and

Turoff had proposed a general framework for hypertext functionality based on Guilford’s Structure of the

Intellect Model [20]. They had observed that as hypertext databases grow in size, they suffer from a lack of

coherence due to ambiguity in meanings assigned to nodes and links. Hence, they proposed a framework

which classified nodes into six different semantic types and links into twelve different types. Such a

comprehensive framework would help designers develop better design metaphors and implementation

models for hypertext systems. A first step in this direction is to develop an appropriate user interface which

would reduce functional and system opacities. 

A number of tools have been developed for hypertext navigation since Conklin addressed the issues of

disorientation and cognitive overhead [8]. These include graphical browsers, overview diagrams, web

views, paths, trails, guided tours and tabletops, history lists, timestamps, footprints, bookmarks, backtracks,

queries, embedded menus, fisheye views and roam and zoom techniques [3,7,11,13,17,24,28,30]. Authoring

guidelines have also been proposed for the organization of information in a hypertext system [23]. However, 

there has been no systematic and comprehensive approach towards the design of user interfaces for

hypertext systems. This paper attempts to explore the application of a set of user interface design guidelines

to the aforementioned hypertext framework.

2. Principles of User Interface Design

Designing modern user interfaces requires an in−depth understanding of various cognitive and mental

models. One of the most widely used cognitive task analysis models in the area of user interface design is the

GOMS (Goals, Operators, Methods, and Selection Rules) model [5]. It states that users employ certain

established methods or procedures to achieve a pre−defined set of goals using operators and selection rules.

The KLM (Keystroke−Level Model) attempts to predict time measures for error−free performance of

tasks based on the sum of time taken for keystroking, pointing, homing, drawing, thinking, and waiting for the

system to respond [21]. Both these models deal with error−free operation and do not address uncharted

anomalies of operations when there are multiple goals and constraints [10].

The GOMS model and KLM models are suitable for tasks with well−defined structure such as text−editing

or other linear tasks. However, they are not suitable for tasks with high cognitive variability such as

navigating through a hypertext network. Hence, alternative models or approaches are required to develop



user interfaces for hypertext systems. A first step in this direction is to develop a good user interface in order

to reduce disorientation and cognitive overhead. This requires an understanding of the organizational setting,

the targeted task domain, the typical user population, and the desired outcomes of hypertext navigation.

Various user interface design techniques and usability principles have been proposed by researchers and

practitioners [1,15,18,19,21,26]. We have chosen the following set of guidelines [27] to be applied to the

hypertext framework since they were found to be more systematic and comprehensive than other similar

guidelines:

1. Identify the metaphor.

2. Identify all objects that make up the system.

3. Identify all actions/functions that can be performed on these objects. Separate them into generic actions,

explicit actions, and control functions.

4. Identify modifiers/filters that select subsets of objects.

5. Identify strategic choices which allow the user to accomplish a specific task.

6. Identify lateral classifications − objects and actions that relate to each other.

7. Identify the formats of objects, parts of objects, menus etc.

8. Identify lists of objects.

9. Identify reactive choices that can be performed on a list or a set of objects.

10. Identify processes or functions that share information.

11. Identify all user interaction states.

12. Identify necessary help throughout the system.

13. Identify all error conditions.

14. Identify the screen layout − workspace, control area, status area, message area etc.

3. User Interface Design Guidelines for a Hypertext Framework

This section describes the user interface guidelines applied to the hypertext framework proposed by Rao

and Turoff. The classification of nodes and links into various types makes it easier to design an appropriate

user interface for a hypertext system.

3.1. Identify the metaphor

Carroll and Thomas have established that people develop new cognitive structures by metaphorically

extending old ones [6]. Users of a new computer system can master it if they can metaphorically extend it to

some real world objects or entities. A good metaphor not only helps the user, but also provides a rigid

framework within which the hypertext author or designer must work to maintain consistency. Choosing an

appropriate metaphor would also reduce both functional opacity (mismatch between the framework and the

metaphor) and system opacity (mismatch between the metaphor and the implementation model) [20].

Hypertext has been compared to electronic encyclopedia, notecards, journeys, browsing, windows, paths,

guided tours, travel holiday, and survey−type maps [9,12,14]. The travel metaphor serves as an extremely

powerful aid to hypertext navigation [2]. At the same time, metaphors should not become too restrictive.



Hammond and Allinson say that "the system should improve upon the metaphor, not be bounded by it." [12].

The metaphor suggested by this framework is "the general cognitive model of how individuals think about

complex problems." [26]. In order to understand hypertext, designers must understand writing and reading

models. According to the Cognitive Framework for Written Communication, writing is a combination of

three activities: exploring, organizing, and encoding [22]. Writing is the transformation of a network of

related concepts (retrieved from long−term memory or external sources) into an outline or a hierarchy

which is later encoded into a linear sequence of words, sentences, paragraphs, sections, chapters, and

illustrations. Reading is the execution of the above three processes in the reverse order. That is, a linear

sequence of text is transformed into a hierarchy which is later integrated into a network in long−term

memory. Thus, both reading and writing processes are based on the non−linear nature of thinking, a natural

process in human beings. Human cognition is essentially organized as a semantic network in which concepts

are linked together by associations. Hypertext systems should try to exploit this basic nature of cognition.

3.2. Identify all objects that constitute the system

In the hypertext framework based on the Structure of the Intellect model, both nodes and links can be

considered as objects. Nodes are classified into six semantic types − detail, collection, proposition,

summary, issue, and observation. Links are of two major types − Convergent and Divergent. Convergent

links can be further classified into specification, membership, association, path, alternative, and inference

links. Divergent links can be categorized into elaboration, opposition, speculation, branch, lateral, and

extrapolation links. The emphasis of this framework is the association of semantics to nodes and links. 

Organizing nodes and links semantically helps manage the hypertext network and its sub−networks better. 

It would also help reduce ambiguity, disorientation, and cognitive overhead. 

A collection node can be considered to be a composite node that can be comprised of details, propositions,

summaries, issues, observations, and collections. A hypertext template can be considered as a collection

node since it is defined as a set of pre−linked documents that can be duplicated [4]. The usage of a template

will greatly speed up the process of an average user’s understanding of the model or the metaphor.

Templates automate the process of creating hypertext collections by creating skeletons of documents and

linking them. Without a template, a hypertext author will have to start constructing the hypertext collection

of ideas from the beginning. Many applications such as collaborative writing, collaborative hypertext,

teaching aids etc., will greatly benefit from the concept of a collection node or hypertext template.

3.3. Identify all actions that can be performed on the objects

Actions and functions are the operations that can be performed on these 6 node types and 12 link types. 

Actions can be generic, explicit, or control−like.

3.3.1 Generic Actions

The ability to create webs of information from nodes and links between nodes is an inherent property of

hypertext. Facilities to add, modify, and delete nodes and links can be considered as generic actions. That is,

though these actions have a common meaning, their execution depends on the kind of object they act on. For

example, deletion of a proposition node must delete all associative and speculative links to and from it.

Similarly, deletion of an elaborative link must delete the footnote (a detail node) related to another detail

node. Thus, the delete operation must behave differently based on whether the object is a node or a link.

Similarly, a search operation can behave differently for different kinds of objects. Generic actions can also

include the ability to create, edit, duplicate, or delete templates. Duplication of a template involves creating

empty documents or nodes and the links or link sets associated with them. 

3.3.2 Explicit Actions

Explicit actions are those which require an explicit qualifier or a modifier. The list operation is an explicit



action since it requires the type of an object or other information. The result of listing all detail nodes can be a

list in short form with object names or identifiers. A slightly informative version can be a preview of object

names with all links to and from them and all nodes connected to them. A more complete explicit function

can be the listing of nodes with their contents and all other nodes connected to them. The index operation

can be provided by associative links in this framework. Explicit actions on a template can include the ability

to add contents to empty documents, listing templates and their constituent documents and links, looking at

an overview of the template, accessing a template by its type ("get a copy of the planning template") etc.

3.3.3 Control Functions

Control functions provide the ability to zoom into a subset of the hypertext network, forward and backward

navigation through the web, provide overview maps, roam and zoom techniques, paths, trails etc. Control

actions on a template can include displaying an overview of the template, zooming into specific link sets or

webs (or "specific subgraphs" ) and looking at the contents of documents.

3.4. Identify all modifiers that select subsets of objects

The framework identifies all nodes and links by their semantic types. This type information can become a

modifier or qualifier to the specific object. For example, a search can be performed on all nodes of type

"detail". Similarly, we can also request for all links of type "specification". Type information and keyword

information can be combined to narrow down the search criteria. For example, there can be a query to

retrieve all nodes of type "detail" containing the keyword "hypertext". Modifiers for templates can include

the type of a template, the author’s name, creation date etc.

3.5. Identify all strategic choices

Strategic choices include user interaction with the system in order to accomplish a specific task. These can

be treated as landmarks [17]. Strategic choices might include overview requests (displays of summary

nodes), structural and content query facilities, navigation mechanisms, editing tools, display options, audit

trail mechanisms, linearization techniques, and backtracking facilities. The inherent nature of hypertext is

that there is really no need for strategic choices. Any node or link in the entire network can be a strategic

choice. In a true hypertext system each node should be self sufficient and complete. Also, the set of strategic

choices need not be the same every time the user interacts with the system. For example, the user can

directly access required nodes through query mechanisms. This feature must be available even without

traversing the network. Hence, a query facility can be considered as a strategic choice. Strategic choices

can also include an overview diagram of the template (its contents and links), the ability to find out from

which master template a duplicate was created, the ability to edit the master template etc.

3.6. Identify lateral classifications

Hypertext provides the inherent capability of creating lateral classifications. The ability to create a lateral

link to another version of a node or to an annotation (a detail or observation node) can be considered as

lateral classification.

3.7. Identify the formats of objects and parts of objects

Though this section is more applicable only when designing the actual interface for a particular application, 

the designer must decide on the formats for nodes and links. Formats should also be defined for overview

diagrams, indexing mechanisms, query facilities, and results of a query. A template can be considered as a

pre−formatted collection of webs that can be directly used by the author.

3.8. Identify lists of objects

This is related to identifying explicit actions and modifiers. It is necessary to identify the kinds of lists that



might be produced − lists of nodes or links or templates classified by semantic type, lists of nodes last visited,

lists of nodes or links last modified etc. Lists can also include user created annotations.

3.9. Identify reactive choices that can be performed on a list or a set of objects

The ability to directly interact with (or manipulate) a node or a link in an overview diagram and view

information contained within a node (or traverse to the next node) can be considered as a reactive choice. 

Previewing a node and the links to and from it (which can be highlighted showing a subset of the network) is

another reactive choice. The ability to mark a node which has been visited using timestamp or footprint

mechanisms is another reactive choice. Other reactive choices include marking a text item, creating

elaboration links, and selecting from a list of objects. The ability to mark and annotate will help the user to

store and manipulate retrieved information in order to integrate with other work. Reactive choices can

include the ability to directly manipulate the contents of documents within a template such as editing,

deleting, creating new links etc.

3.10. Identify shared processes

The ability to create objects (whether nodes or links) or list them is common across the system irrespective

of the kind of object. Hence, these can be shared processes reacting differently based on the type of object

being acted upon (similar to the object−oriented concept of operator overloading). The shared process of

creation can be extended to create templates.

3.11. Identify all user interaction states

The designer must identify all possible interaction states, navigation paths, list requests, queries, backtracks

etc. The user should always be informed about the current interaction state so as to minimize disorientation.

The system should also allow the user to "peek" at a destination (before reaching it) by highlighting all the

nodes and links connected to the specific node. The system can also inform the user about the node and link

types in the user’s language. For example, if a detail node has an elaboration link to a footnote (another detail

node), then the user should be informed through a feedback mechanism − "See associated footnote for

further explanation of this concept". All user interactions can be stored in a history file so that the user can

revisit the previously visited nodes the next time he or she brings up the system. Guided tours can be

considered as a set of pre−defined interaction states or trails. Restoring previous interaction states to the

way they were originally seen is very important for backtracking mechanisms [16].

3.12. Identify necessary help

Context−sensitive help is very essential in this kind of an environment to reduce disorientation and cognitive

overhead. In this context, all the six node types and twelve link types must be well defined with examples so

that users understand the exact classification of information. Help can be provided in terms of examples of

hypertext collections created out of templates. Such templates can also be used for personal notes or

annotations. Help can also be in the form of feedback on interaction states, reactive choices available at a

particular state, navigational cues etc.

3.13. Identify all error conditions

All possible error conditions should be identified − it is better to prevent errors than "handle" them. There

should not be menu choices or options that are not applicable in a particular interaction state. Error

messages should be precise and constructive so that the user is informed of the exact cause of the problem

and the steps to be taken to recover from it [15].

3.14. Identify the screen layout

Although screen design is application dependent, appropriate graphic design principles and usability



principles must be used in designing the actual screen layout. The menubar should contain strategic choices

as menu elements that are consistent across different components of the system and across different

interaction states. The workspace or canvas should contain overview diagrams and displays of information

contained within a node. The feedback area should be used to keep the user informed about interactions,

status of queries, updates etc. The control area should provide facilities to zoom, pan etc.

4. Discussion

Rao and Turoff had claimed that all current hypertext systems fall under their hypertext framework and their

semantic morphology can be extended to all future systems [20,26]. Since the user interface guidelines have

been applied to such a general framework, we believe that these guidelines encompass user interface

designs for all current and proposed hypertext systems. The next step is to determine the effectiveness of

this approach by developing a user interface prototype for the discussed hypertext framework and

conducting usability experiments.

5. Conclusion

Very little work has been done towards a systematic and comprehensive approach to the design of a user

interface for a hypertext system using traditional and modern user interface design principles. This paper

proposed the application of a set of user interface design guidelines to a hypertext framework developed

earlier. It has been suggested that the understanding of how people use their cognitive skills to handle

information will greatly enhance the design and evaluation of hypertext systems [29]. We believe that a user

interface design based on the above systematic approach combined with the semantic richness of nodes and

links would greatly reduce ambiguity, disorientation, and cognitive overhead. We need such an approach in

order to integrate hypertext applications into our daily work in an increasingly collaborative environment.
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